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Automated Design of Search Methods
Search problems are encountered in robotics, bioinformatics, and many other industrial
applications. Search problems of academic and practical relevance are highly complex; for instance
“if all atoms in the universe had been computing chess moves at a picosecond rate since the big
bang (if any), the analysis would be just getting started” [1]. Consequently, the design of well-
thought search methods has been at the heart of the artificial intelligence research [2]. In particular,
hybrid metaheuristics [3] have proved to be very effective for solving hard search problems [3].

The design of hybrid metaheuristics is not a “free lunch” as it comes with a high price: it requires
expertise in many areas and a lot of man-hours. Recently, there has been a trend in automating the
design of search methods [4]. However, the automated design of hybrid metaheuristics has not
received the attention it deserves. In this study, we present an automated approach which combines
a meta-genetic algorithm with orthogonal arrays to design hybrid metaheuristics out of standard
metaheuristics (iterated local search, simulated annealing, and memetic algorithm). The meta-
genetic algorithm evolves sequences of the metaheuristics and uses the orthogonal arrays to sample
the parameter space in order to perform the parameter tuning as a subtask of the design process.

Our research findings have confirmed that the automatically designed solvers (ADS) perform
competitively with the best manually designed methods (from the literature) for the aircraft landing
problem which is of an academic and practical interest. Further, the ADS outperforms the standard
metaheuristics that are configured automatically by irace [5].

The high-performance computing (HPC) is performed using the Java programming language
(java.util.concurrent package) and the concurrency functionality of irace. The cluster is used: two
nodes are selected; each with 24 cores (totaling 48 cores). The memory usage is insignificant as our
application is not memory-intensive; however, it is computationally demanding. The computational
challenge relies on the fact that a large number of configurations need to be evaluated in order to
design a high-quality hybrid solver. Each configuration requires a significant amount of time to be
evaluated on a set of training instances. Moreover, the underlying problem is NP-hard which scales
exponentially with the input size. On the cluster, the jobs take from a few hours to more than 40
hours to complete and without the cluster, one job can take up to several days.
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